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Abstract: Creation of algorithms for making test cases and implementing using high level language such as JAVA which can be applied to each phase of SDLC to ensure quality assurance*. These are test-like programs that automatically check whether an implementation conforms to a specific rule. These rules are implemented directly in the target programming language in the form of tests.
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1. Introduction

The current software development practice is still accident-prone. For instance, projects are completed too late; they exceed their budgets; or they require substantially more resources than expected. The intrinsic reason is that we have inadequate understanding of our objective world and its characteristics. Those problems are addressed as the software crisis.

As software is integrated more frequently into every aspect of our lives, as it grows more quickly in size and function, as its failure in operations causes increasingly devastating consequences, and as schedules and budgets are continually reduced despite the need for high-quality, reliable, and secure software, advanced and innovative technologies must be developed to achieve software quality assurance more effectively and efficiently. It is also critical for the industry and academia to work together to conduct cooperative research to reduce the gap between state-of-the-art analyses and practice applications.

Software quality assurance (SQA) consists of a means of monitoring the software engineering processes and methods used to ensure quality. The methods by which this is accomplished are many and varied, and may include ensuring conformance to one or more standards, such as ISO 9000 or a model such as CMMI.

Software quality assurance (SQA) contains, different ways of having a continuous check on software engineering processes, and methods used to certify quality.

Software Quality Assurance of large size software involves checking and assuring if many aspects like the design, coding, testing and performance of the software are as per the specifications. There are many attempts done all over the world to quantify the quality of the software and many quality metrics have been evolved. The quality attributes are measured in various ways. Two of these ways in which performance can be gauged are -

- By measuring the time required for execution of the functions and
- By the number of problems found during testing.

There are many QA methodologies like the standard Waterfall SDL based on the standards laid down by the IEEE, CMMI (Capability Maturity Model Integration) based on the guideline of the SEI, V-model, Incremental model, RUP (Rational Unified Process), Agile Method of Software Development, Test-based development method, Rapid Action Development model etc.

2. Quality Assurance Techniques

Basic quality assurance techniques are:
- Application of Standards

Software Development Life Cycle
The competitive market place today demands the best of everything - Quality, Cost and Schedule. The on time delivery of an error-free product at minimal cost is standards that demanding customers expect and good suppliers continually strive to meet. It is no easy task to strike an effective balance where quality is accomplished without sacrificing schedules and incurring unplanned costs - and to do so consistently, release after release.

In a software development project, errors can be injected at any stage during development. For each phase, there are different techniques for detecting and eliminating errors that originate in that phase. However, no technique is perfect, and it is expected that some of the errors of the earlier phases will finally manifest themselves in the code. This is particularly proved because in the earlier phases most of the verification techniques are manual because no executable code exists. Ultimately these remaining errors will be reflected in the code. Hence the code developed during the coding activity, it is likely to have some requirements errors and design errors, in addition to the errors introduced during the coding activity. Because the code is frequently the only product that can be executed and whose actual behavior can be observed, testing is the phase where the errors remaining from all the previous phases must be detected. Of the development cost, an example distribution of effort with the different phases is shown in following table:

<table>
<thead>
<tr>
<th>Table 1: Effort Distribution</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements</td>
</tr>
<tr>
<td>Design</td>
</tr>
<tr>
<td>Coding</td>
</tr>
<tr>
<td>Testing</td>
</tr>
</tbody>
</table>

The exact numbers will differ with organization and the nature of the process.

However, there are some observations we can make. First is that coding consumes only a small percentage of the development effort. This is against the common naïve notion that developing software is largely concerned with writing programs and that programming is the major activity.

The second important observation from the data about effort distribution with phases is that testing consumes the most resources during development.

Overall, we can say that the goal of the process should not be to reduce the effort of design and coding, but to reduce the cost of testing and maintenance. Both testing and maintenance depend heavily on the design and coding of software, and these costs can be considerably reduced if the software is designed and coded to make testing and maintenance easier.

Question arises, what are the sources of the defects?

The source of the defects can be many: oversight wrong assumptions use of inappropriate technology, communication gap among the project engineers, etc. These defects usually get detected much later in the life cycle. For example, a design defect might go unnoticed till we reach the coding or testing phase.

Once a defect is detected, the engineers need to go back to the phase where the defect had occurred and redo some of the work done during that phase and the subsequent phases to correct the defect and its effect on the later phases. It ultimately increases the cost, because for example, the defect was occurred in the coding, so the development team needs to work again on this. It will also unnecessarily increase the delay in schedule.

3. Early Defect Removal and Defect Prevention

<table>
<thead>
<tr>
<th>Table 2: Effort Distribution</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements</td>
</tr>
<tr>
<td>Design</td>
</tr>
<tr>
<td>Coding</td>
</tr>
</tbody>
</table>

As we can see, errors occur throughout the development process. However the cost of correcting errors of different phases is not the same and depends on when the error is detected and corrected.

The main moral of this section is that we should attempt to detect errors that occur in a phase during that phase itself and should not wait until testing to detect errors. Detecting errors soon after they have been introduced is clearly an objective that should be supported by the process. However, even better is to provide support for defect prevention. It is generally agreed that all the defect removal methods that exist today are limited in their capability and cannot detect all the defects that are introduced. Furthermore, the cost of defect removal is generally high, particularly if they are not detected for a long time. Clearly, then, to reduce the total number of residual defects that exist in a system at the time of delivery and to reduce the cost of defect removal, an approach is to prevent defects from getting introduced and stop moving those defects to carry forward to next phase of SDLC.
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