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Abstract: As software development undergoes a transformation, it necessitates a corresponding adaptation on the part of quality 

specialists. The fundamental feature of agile approach is quality, which is assessed by both developers and customers in order to 

enhance the system's overall quality. This approach has the potential to enhance the quality of output, but at the expense of less 

involvement from the quality assurance team. The Agile methodology places emphasis on expediting the software development process 

while also reducing costs. Additionally, within the framework of Agile Quality Assurance (QA) and software development, Continuous 

Integration (CI) and Continuous Testing are key methodologies. The programmers ensure that changes to the code are regularly 

applied, examined, and verified throughout the whole development cycle. Within the Agile Quality Assurance (QA) paradigm, 

continuous integration and continuous testing are important approaches that offer routine code integration, automated testing, and 

quick feedback. They play a key role in the swift and iterative delivery of software of the highest calibre in Agile development setups. 

This study's major goal is to address the Problems and Solutions of Putting Continuous Integration and Continuous Testing into 

Practise for Agile Quality Assurance. Agile techniques, agile software quality assurance, continuous integration practices of agile 

software development, difficulties, and solutions for these practises have all been covered in this review article. Additionally, the 

practises for continuous testing in agile quality assurance, difficulties, and solutions have been studied in the following part. 
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1. Introduction 
 

The quality factor may be a key element and a sign of the 

development and success of agile in the software 

development process or it may be a sign of the failure of 

software production. To attain a greater degree of quality, it 

is crucial to keep an eye on the success component. [1]. 

 

Today, many businesses are looking at various quality 

assurance procedures in an effort to find a solution that will 

allow them to overcome the difficulties associated with 

maintaining quality in agile environments [2], despite the 

fact that it was shown to be effective in the past, it is not 

suitable for the Agile setting any more. A review of what 

can be accomplished at each stage of the software 

development life cycle (SDLC) is one area where emphasis 

needs to be placed in order to maintain the required level of 

quality, for instance. More formal and thorough technical 

evaluations, such design reviews and so on, should be 

included in this review. This evaluation guarantees that 

defects and other issues are detected and fixed early on, 

improving the quality of the final output. But the official 

review that is being undertaken at the moment has taken the 

place of this formal review process. 

 

The newest programming techniques can be thought of as 

evolutionary, iterative, and incremental. This includes 

techniques like the Enterprise Unified Process (EUP), Rapid 

Application Advancement (RAD), Extreme Programming 

(XP), and Rational Unified Process (RUP), for instance [3]. 

A lot of contemporary processes are also quick. Quality 

experts must adjust when the underlying nature of 

programming development changes. This study explains 

common agile software development techniques and shows 

how implementing them produces software that is 

considerably higher quality than what traditional software 

teams generally generate. 

 

As Ampler reported, [4], The creation of test-driven may 

help agile approaches achieve the goal of producing high-

quality software. According to Ampler, "quality is an 

inherent factor of agile," which seems reasonable," due to 

the significant amount of pressure that is placed on agile 

improvement teams to write test cases before creating code 

[4]. Testing and quality go hand in hand since finding 

defects in a product before it is sent to customers is the 

primary objective of testing. This provides the opportunity 

for the product's developer to improve the product's quality 

by addressing any issues that were discovered [5]. McBreen 

has highlighted quality as an agile value [6] as well as the 

flexibility to adapt to changes in development software. This 

suggests that a key challenge for agile quality assurance is to 

deliver tested, functional, and client-certified software at the 

conclusion of each new release. 

 

The necessity for a wide variety of software products is 

growing along with the complexity of software on a daily 

basis. This necessitates the provision of a potent instrument 

that can balance output and quality. The practise of applying 

software metrics to the software development process and to 

a software product is a crucial task that necessitates study 

and discipline and that provides knowledge of the status of 

the software development process and/or product in relation 

to the goals to be achieved. This discipline is known as 

quality assurance, and it is the primary driver of success for 

every software engineering project. The quality assurance 

activities are what result in the qual because it enables the 

development of software with a minimal set of requirements 
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and facilitates frequent changes in those needs, agile 

methodology is currently one of the main approaches 

employed by the majority of software industries. Even 

though the procedure might create the product rapidly, we 

cannot ensure its quality until we incorporate SQA activities 

into the process. [7] 

 

McBreen (2003) [8] presents his perspective. The process of 

creating software that can adjust and respond to changes in 

accordance with the changing requirements of the client may 

be referred to as agile quality assurance. This shows that a 

key element of quality assurance in the agile methodology is 

the regular delivery of software that has been evaluated, 

verified as functioning, and approved by the client at the end 

of each iteration. The agile approach to quality assurance 

surpasses conventional software quality assurance methods 

by addressing quality concerns in a more advanced manner. 

 

2. Theory of Ongoing Integration and 

Ongoing Testing 
 

2.1 Permanent integration 

 

The practise of continuous integration has previously 

received a lot of attention, and it is now well established and 

understood. Numerous more SCM-related operations need 

continual integration, and we anticipate seeing them develop 

in accordance with our expectations now that the foundation 

has been established. This will result in the creation of new 

bestpractises, some of which might have specific SCM-

related sub practises to clarify the best practises. Asklund, 

Bendix, and Ekman (2004) [9] offer a first attempt to 

identify SCM sub practises appropriate for an agile setting in 

this paper. We also hope that these sub practises will evolve 

into more developed sub practises. 

 

Kent Beck first introduced continuous integration as a 

software development technique in his book Extreme 

Programming Explained. This technique is frequently 

referred to by the acronym CI. [10] and on accelerating the 

speed at which developers may collaborate. The program is 

often modified by different developers, and each integration 

makes sure the product is functional by running automated 

tests and taking other precautions. The usage of continuous 

integration has been shown to improve software quality, 

testing effort and speed, software release frequency, and 

other factors, according to literature on software engineering 

and example cases. 

 

A continuous integration (CI) server is often used to carry 

out continuous integration. When a developer publishes a 

change, CI servers immediately run a continuous integration 

build, show the results, and, if desired, inform the author of 

the results. This helps developers practice continuous 

integration. Although the majority of software projects that 

perform continuous integration do so using CI servers, the 

activity may also be carried out manually, as author in [11] 

represented. 

 

The developer makes several changes to the source code, 

and these modifications often take place several times each 

week or on a daily basis. The code integration step is 

considered to be the most important part of the whole 

DevOps lifecycle. The process of continuously integrating 

new code into an old one involves the construction of new 

codes that enable the addition of new capabilities. Bugs are 

found quite early in the source code during this round of 

testing. Tools for unit testing, code review, integration 

testing, compilation, and packaging will be used by 

developers when writing new code for the programme. The 

functionality of the programme will increase thanks to this 

additional code. Continuous integration of this new code 

into the existing source code helps to portray any changes 

that end users may experience as a result of the upgraded 

code. Jenkins is a trusted DevOps tool that is frequently used 

for obtaining the most recent source code and transforming 

builds into executable forms. These transitions go place 

without a hitch, and the modified code is packed before 

being sent on to the next step, which is either the server used 

for production or the server used for testing. [12] 

 

2.2 Continuous Testing  

 

It is common practice for developers to do the continuous 

testing step before the continuous integration phase. 

Depending on the modifications made to the application 

code during the DevOps lifecycle, this phase may be shifted 

so that it follows the continuous integration phase. Now that 

the program has been constructed, it is being tested on an 

ongoing basis to find any issues. Docker containers are used 

in order to perform the simulation of a testing setting. 

Automated testing is a time and labor-saving tool for 

developers. The test evaluation process benefits from the 

reports generated by automated testing. It is now much 

simpler to analyse the test cases that were unsuccessful. The 

final test suite does not include any errors once the User 

Acceptance Testing (UAT) procedure has been finished. 

Utilizing these tools, one is able to schedule the running of 

test cases within a certain amount of time. In order for the 

source code to be updated, the tested code is ultimately 

delivered back to the continuous integration phase. This is 

carried out to ensure that the code runs without errors. The 

two crucial procedures that must be carried out to ensure that 

the application code will undergo continuous upgrades are 

continuous testing and integration. During the Continuous 

feedback phase, these improvements are evaluated. [13] 

 

3. Agile Methodologies 
 

From the beginning, when requirements are obtained, to the 

very end, when the software product is delivered, tested, and 

user input is gathered, the agile methodology follows the 

software development life cycle. The less documentation 

that is provided in the project and the greater emphasis on 

coding are what set agile techniques apart from other 

methodologies [14]. 

 

Scrum, extreme programming (XP), and other agile 

methodologies are founded on the application of tried-and-

true techniques that are widely recognised to raise the 

calibre of software development. One may argue that 

employing best practises is done so as to make it easier to 

integrate software quality assurance (SQA) into the project. 

A key support structure for the project is provided by the 

quality assurance (QA) activities that take place during the 

software development process [15]. Since the 1990s, the 
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agile methodology has received substantial discussion in a 

variety of academic publications, including books, essays, 

and journals. However, there hasn't been much research 

done on the subject of quality control in agile software 

development methodologies. 

 

In a nutshell, it is a framework for developing software that 

is predicated on a high frequency and rapidity of iterations in 

order to both provide the program and accommodate 

modifications requested by the customer [16]. Agile 

practices are becoming more popular in the modern day as a 

means of coping with the dynamics of corporate expansion. 

This is due to the fact that agile enables a rapid reaction to 

ever-evolving requirements and delivers a product of higher 

quality and greater speed [17]. Because of their capacity to 

manage changing needs, emphasis on client and developer 

collaboration, and early software delivery, agile 

methodologies have gained traction in the commercial world 

since the late 1990s. The software development industry has 

mostly utilized agile approaches, which offer certain 

advantages in managing time and system user needs [18]. 

 

Numerous advantages of agile approaches include increased 

client happiness, increased project success, and higher 

development quality. Agile development approaches 

improve coordination between teams. These techniques 

promote quick market entry; however, the delivery process 

is slowed by a lack of coordination between developers and 

the operating team. Agile companies carry out development, 

testing, and deployments independently. These tasks take a 

lot of time, which caused the release process to be delayed 

[19]. The operation and testing teams are not given a 

significant amount of attention in agile techniques. The 

processes of testing, delivery, and deployment are each the 

responsibility of these teams. The product is developed by 

the development teams at a significantly quicker speed, 

which causes other teams to lag behind, which might cause 

the delivery process to be delayed. As a result, problems and 

errors manifest themselves early in the process of producing 

a product. 

 

The DevOps methodology enhances communication, 

delivery, performance, and integration between operational 

staff members, testers, and developers.[20] The objective of 

DevOps is to enhance customer satisfaction by means of 

enhanced quality and uninterrupted delivery. The use of 

DevOps by several European banks resulted in a noteworthy 

25 percent enhancement in their provision of online services 

[21]. The implementation of DevOps relies on the use of an 

automated deployment pipeline, hence reducing the 

repetitive manual tasks associated with continuous 

integration [22]. Development and operations are simply two 

parts of the DevOps process [23]. However, other 

stakeholders, including developers, testers, analysts, as well 

as personnel responsible for database management and 

security, actively participate in the implementation of 

DevOps practices [24]. 

 

DevOps can assist in overcoming the difficulty of 

continuous delivery. Digital behemoths like Amazon and 

Netflix already employ DevOps to deliver precisely crafted, 

customer-focused software solutions to the market [25]. The 

application of DevOps concepts to implement continuous 

delivery eliminates traditional testing, monitoring, and code 

integration, hastening the release of the user's product. By 

utilising reusable items and promoting the widespread use of 

software management systems, the DevOps paradigm aids in 

continuous delivery [26]. Continuous delivery principles are 

the foundation of DevOps practises. Fast release reduces the 

time it takes to develop an application and deliver high-

quality software [27]. Testing on a more general level is 

performed in software companies to assess the aim and 

establish the quality of the program. On the other hand, a 

quick quality check should not be provided for continuous 

integration. Testing is done manually and there is no 

automation of any of the test cases, hence the rate at which 

errors are found will gradually increase. Because of the 

amount of work and time that is required for this procedure, 

the delivery of the goods will be delayed. Continuous testing 

is one strategy that may be used to help address these 

difficulties. Continuous testing enables the delivery of 

timely feedback with no involvement from humans. 

Automated testing is a component of continuous testing. 

This monitoring and improvement of test case quality is 

accomplished via automation [28]. Continuous testing 

strategies are used in testing activities that are a part of a 

DevOps strategy. This helps to identify flaws and errors 

within a variety of software components. Testing is 

approached in a manner that is distinct from that of 

traditional testing thanks to the DevOps principles, which 

may be thought of as a set. Testing was one of the stages of 

the software development life cycle process prior to the 

emergence of DevOps. However, testing is not carried out 

during the project's whole phase, which lasts from beginning 

to completion. With DevOps, testing should be implemented 

from the start to guarantee that the software is of a high 

quality and to share responsibility for that quality between 

the development team and the operations team. [29]. 

 

3.1 Process Improvement for Agile Software 

 

A thorough study of agile processes leads to the conclusion 

that agile approaches are a collection of procedures and 

activities that reduce the time needed to create software 

programmes and offer cutting-edge techniques for 

accommodating swiftly altering business requirements. 

These relatively new QA methodologies should eventually 

grow into established software engineering standards. 

Enabling Reusability in Agile Software Development, 

however, has shown [30] 2.8) Agile Practises: 2.9) is what 

makes it possible to complete the software development 

process more quickly. 

 

3.2 The Framework for Evaluating Agile Methodologies 

 

All agile approaches have remarkably similar processes 

across their numerous iterations since they are predicated on 

the same set of four agile ideals and 12 agile principles. It is 

interesting to note that even the developers of agile 

methodologies now accept the use of techniques from other 

agile methodologies as long as they are suitable for the 

particular situation at hand [31]. In reality, Kent Beck 

discusses the shortcomings of extremism in both the first 

version of his book on extreme programming (XP) and in his 

XP masterclasses. An in-depth examination of agile 

methodologies reveals that these methods employ a number 
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of different models based on real-world scenarios to address 

the same issues. When thinking about the process of 

software development, lean development (LD) adopts a 

manufacturing and product development metaphor, as 

shown by the approach for evaluating everything that is 

discussed in this article. Through the lens of control 

engineering, the Scrum framework tackles the software 

development process. 

 

Extreme programming is a paradigm that views the software 

development process as a group activity where developers 

collaborate. The methodology of adaptive systems 

development, also referred to as ASD, is used to approach 

software development projects from the perspective of 

complex self-adaptive systems [32]. A small number of the 

available agile methodologies were used to show the 

assessment process. There is a lot of subjectivity involved in 

the choice of methodological elements. The goal of this 

work is not to provide an exhaustive taxonomy of 

approaches. for a more thorough taxonomy. As a result, the 

objects included here were chosen to show the similarities 

among different agile methodologies. By revealing these 

similarities, developers who are unsure on which agile 

technique to choose will be better equipped. While 

employing the right technique in your software development 

project may not instantly result in project success or the 

production of a high-quality product, doing so can lead to 

project failure. Thus, there is in knowing. 

 

4. Agile Software Quality Assurance  
 

Quality was described by Ambler (2005) [4] as being a 

direct result of the agile methodologies themselves from the 

perspective of agile development. Due to these 

characteristics of agile quality, comprehensive 

documentation is no longer necessary; yet, this results in the 

word agile quality becoming somewhat vague and becoming 

more challenging to define [33]. Since the bulk of agile 

methods only offer a small number of suggestions on how 

various quality attributes should be checked and maintained, 

integrating testing approaches with agile operations can be 

difficult. This is true even though the most common SQA 

activity nowadays is assessing numerous quality attributes. 

According to Itkonen et al. (2005, p. 202) [34], the main 

challenges that agile principles present for testing from a 

traditional point of view were highlighted. They emphasised 

the necessity to conduct testing in brief cycles of time while 

avoiding exceeding the permitted testing duration as one of 

the issues that must be solved in order to satisfy the criteria 

of the agile concept of continuous delivery of useful 

software. The most challenging part of "responding to 

change even late in the development" is that testing cannot 

be done on realised needs. This poses a problem. Due to the 

agile method's reliance on face-to-face interaction, it is 

feasible for engineers and business participants in the testing 

process to experience communication breakdowns that could 

result in disagreements. Additionally, they asserted that the 

most crucial sign of success is having software that works, 

therefore information on quality is necessary both early in 

the development process and throughout. Itkonen et al. 

(2005) concluded that the "simplicity-for-sake" approach 

makes the testing technique easily debunked. 

 

Itkonen et al. (2005) observed conflicts in agile testing while 

taking such concepts into account when it comes to the basic 

testing principles. One of the core characteristics of testing, 

for instance, is independence. However, with agile 

approaches, developers create the tests for their apps, and 

testers either swap roles with developers or become 

developers themselves. It is a sign that testers are not 

sufficiently independent because they are integrated into the 

development team. Additionally, they should refrain from 

testing their own code because it is challenging to find errors 

and testing does not determine whether the final product 

satisfies or comprehends the needs of the customer. 

Additionally, testing requires individuals that have a specific 

set of skills and knowledge in order to be successful and 

effective. On the other side, consumer testing is viable to 

attain quality if they have unique experiences to handle or 

conduct testing, which is regrettably not always the case. 

Customers might test products, nevertheless, to ensure 

quality. Finding the correct test result and locating 

programme non-conformances are processes referred to as 

the "oracle problem" This presents still another difficulty. 

Agile approaches use a large percentage of automated tests, 

which raises the question of whether these tests are 

sufficient to find defects in the code. The destructive 

approach, which focuses on investigating and identifying 

problems, is one of the most well-known methods of 

software testing. According to [35], conformity testing is 

carried out to make sure that an entity complies with a 

specific requirement and/or legal requirement. This study's 

goal is to assess a software system's effectiveness in 

fulfilling the required specifications and to gauge how faulty 

it is [36]. Agile techniques may lead to system faults despite 

passing unit tests because they place a higher priority on the 

description of product qualities than on the investigation of 

fundamental causes. However, the testing procedure not 

only looks for flaws but also collects data that could be 

utilised to improve the product's quality. Although it does 

not reveal the level of product quality reached or make it 

easier to evaluate the attained quality, the agile method 

heavily relies on following established protocols and 

checking their adherence. 

 

4.1 Agile Development Processes are Produced by 

Testing Practices 

 

It is possible to argue that the implementation of extra 

testing techniques ultimately results in the adoption of agile 

development procedures. In the following chapter, the work 

of Itkonen et al. (2005) will be examined in order to provide 

a more thorough explanation and clarity regarding these 

shortcomings and challenges. Based on the "heartbeat, 

iteration, and release time horizons" in their research report, 

Itkonen et al. (2005) used a temporal pacing model to 

identify quality assurance techniques in current agile 

approaches. The Cycles of Control (CoC) structure, which 

was established by Rautianen (2004) [37], in the context of 

an agile development approach. 

 

4.2 Control Framework Cycle 

 

The CoC framework is a general example of a frame that 

may be used to portray incremental and iterative 

development of software. Because of this, the CoC 
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framework can be used to illustrate agile development. The 

design is based on the idea of time pacing, in which a 

predetermined period of time is divided into several time 

periods of varying lengths, each of which has a budget and a 

deadline. [38]. A control point is located at the conclusion of 

each individual segment and is used to conduct an analysis 

of the process. Alterations to the plans may also be made if 

it is determined that they are required. Since adjustments can 

only be made at specific control points, persistence and the 

creation of flexibility are both made possible, allowing for 

simultaneous plan changes and responses to the 

environment's changing conditions at predetermined time 

intervals.The flow of product development is determined by 

these intervals, also referred to as time frames. A time box's 

schedule (due date) is determined in accordance with the 

idea of time pacing, but its scope (creating functionality) is 

not. [39]. In the event that it is not feasible to meet all of the 

product criteria by the end date that has been set, the scope 

of the project will be reduced in order to ensure that it will 

be ready by the end date that has been set. As a result, 

"Therefore, demands need to be ranked in order for the team 

to be able to make scope suiting on their own." An 

illustration of the cycles of control building pieces may be 

seen in Figure 1. 

 
Figure 1: Cycles of Control building blocks [37]  

 

"The creation of long-term strategies for a company's 

product and project portfolios is included in strategic release 

management. It acts as a vital link between the actual 

process of product creation and strategic decision-making 

[39]. Each product release is managed successfully inside 

the release project cycle as a "time-boxed project" that is 

carried out. Each project is organised into time-boxed 

iterations, wherein a portion of the eventual product release 

is created [39]. Heartbeats serve as a timer and a regulator 

for daily activities [37]. Figure 2 illustrates this by showing 

the cycles as a timeline. This shows how the strategic release 

management time horizon spans two distinct release 

projects, incorporates three distinct interactions, and 

synchronises the work with daily heartbeats. 

 
Figure 2: Timeline of Cycles of Control [37] 

 

a) Quality Assurance Heartbeat  

No additional testing phase is used to postpone the Heartbeat 

QA operations. Instead, these tasks are completed as part of 

the design and coding responsibilities during the 

implementation phase. This is true regardless of whether a 

developer or a tester is in charge of carrying out these 

activities. These activities provide the developers with 

immediate feedback, allowing them to lead the development 

process in the right directions. Heartbeat quality assurance 

practises include methods that "put quality into a piece of 

functionality during its implementation," which means that 

the implementation chores are not deemed complete until 

these QA procedures have been completed. These 

procedures are incorporated into the design and coding 

duties [34]. They serve as a solid foundation for the agile 

development process and make it their objective to 

guarantee that each and every development task is 

effectively accomplished because these practises give the 

developers immediate feedback. Automated unit testing acts 

as the benchmark and the heartbeat of quality assurance. 

Each and every piece of code that is written by the 

developers must be subjected to unit tests, and advancement 

is only given consideration once the tests have been 

completed and passed. "Rhythm is the key," and "heartbeat 

activities are managed and monitored according to the 

heartbeat rhythm." The secret is rhythm [34]. Each heartbeat 

must also be successful for the many functions to interact 

with one another and coordinate their actions. When it 

comes to agile approaches on the pulse time horizon, QA is 

a highly potent discipline. The "heartbeat time horizon" 

provides the foundation for the majority of quality assurance 

strategies, as indicated in Table 1. This is due to the 

emphasis on unit testing, frequent builds, code and design 
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inspections, and quick integration cycles in the methodologies that have been presented. 

 

Table 1: QA procedures for agile approaches on time horizons [34] 

 ―Extreme 

Programming‖ 

―Feature Driven 

Development‖ 

―Crystal Clear‖ ―DSDM‖ 

Release 

Iteration 

Evaluating the 

acceptance test results 

―Separate system 

testing‖ 

-  ―Integration, system and acceptance 

testing inside each timebox‖ 

 ―User testing‖ 

 ―Evolutionary prototyping‖ 

 Reviews of documents 

Heartbeat  ―Test-driven 

development‖  

 ―Continuous 

integration‖ 

  ―Pair-programming‖  

 ―Acceptance testing‖  

 ―Collective code 

ownership‖  

 ―Coding standards‖  

 ―Simple design and 

continuous 

refactoring‖  

 ―On-site customer‖ 

 ―Unit testing‖ –  

 ―Regular builds‖ –  

 ―Design 

inspection‖ –  

 ―Code inspection‖ 

–  

 ―Individual code 

ownership‖ 

 ―Automated tests and 

frequent integration‖ 

 ―Side-by-side 

programming‖ 

 ―Osmotic 

communication‖ 

 ―Easy access to expert 

users‖ 

 Unit testing 

 Reversible changes 

 Active user involvement 

 

On the iteration time horizon, quality assurance covers 

procedures that are focused on accomplishing the iteration's 

goals. This encompasses all implementation, testing, and 

review phases that don't apply to every single cardiac 

rhythm feature. Iteration time horizons are responsible for a 

large number of jobs that are performed by professional 

testers. These duties include evaluating the system's 

dependability, performance, and other quality 

characteristics. Functional testing is just one kind of testing 

that may be performed on a system. In general, the activities 

that professional testers engage in are ones that are only 

tangentially related to the development process. These 

experts are responsible for writing and carrying out testing 

for the whole of the iteration, and they must coordinate their 

efforts with the developers. It is essential to keep track of the 

work's growth, progress, and continuous communication of 

high-quality information since iteration tasks are time-

boxed. One way to do this would be via heartbeat meetings. 

As indicated in Table 1, there are much fewer quality 

assurance practises on the iteration time horizon of agile 

methodologies than there are on the heartbeat time horizon. 

At this level, there are not many processes or activities that 

are specified specifically for the purpose of quality 

assurance. For instance, Extreme Programming (XP) is 

reliant on robust pulse methods, and the iteration time 

horizon is solely responsible for measuring progress [40, 41, 

42]. 

 

"Ensuring the product's quality on the time horizon of the 

release is the primary objective of the release quality 

assurance process." [34]. Examples of tasks include testing 

that cannot be finished within the allotted time for an 

iteration, assignments given to a different testing group, and 

testing in various environments. A good general strategy for 

engaging quality assurance releases is to have distinct 

stabilisation iterations. Since the stabilisationiteration 

assesses the quality of the work produced in earlier iterations 

at the end of the release project, this stabilisation phase is 

not considered to be iteration quality assurance. 

Additionally, it implies that some quality problems are not 

discovered until the process' very last iteration. 

 

According to Itkonen et al. (2005) [34], Table 1 shows that it 

is challenging to locate any quality assurance processes in 

agile approaches on the release time horizon. The dynamic 

systems development method (DSDM) states that there may 

be times outside of iterations when separate/split acceptance 

testing processes are necessary, for as on the precise release 

time horizon, in huge projects, or because of contractual 

limits [43]. Even in DSDM, these circumstances are thought 

to be unusual. 

 

b) Quality Assurance Iteration 

Quality assurance is concerned with tasks and activities that 

are not performed for each implemented feature individually 

at a heartbeat rhythm on the iteration time horizon. Instead, 

with a goal-focused approach, these actions are controlled 

and tracked over an iterational time horizon. This includes 

all practises for implementation, testing, and review 

necessary to ensure that the iteration's end product is of 

sufficient calibre. Iteration tasks are time-boxed since each 

iteration has a predetermined length. Throughout the 

iteration, the testers must prioritise their tasks. As a result, 

it's crucial to keep an eye on the task's development and 

consistently share reliable information, for instance through 

heartbeat meetings. Without current knowledge, it is 

challenging to decide on the scope of the iteration QA tasks 

to complete in order to achieve the desired product quality 

by the end of the iteration. There are far fewer QA 

procedures in agile methodologies on the iteration time 

horizon than there are on the heartbeat time horizon. Table 1 

demonstrates that there are only a few well-established 

methods for assuring and evaluating the quality of the 

software increment produced during each iteration. Less 

defined than those on the heartbeat time horizon are the 

procedures on the iteration time horizon. Some 

methodologies, such as XP, almost entirely rely on sound 

heartbeat practises and only view progress monitoring as 

important throughout the iteration time horizon [41]. The 
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other methodologies, which have less strict heartbeat 

practises, acknowledge the necessity of using system testing 

to evaluate the quality that has been attained over the course 

of iteration, but they do not give any specific instructions on 

how to go about doing so. For instance, the FDD's single 

recommendation on how to accomplish this goal is to decide 

which builds and how frequently to submit to independent 

system testing. [44]. 

 

c) Quality Assurance Release 

Release quality assurance is used to ensure that a product's 

quality will be upheld over the duration of the release time 

horizon. This includes reviewing test findings and any other 

high-quality data gathered from the various iterations, as 

well as ways to direct the development project based on the 

knowledge acquired (for instance, planning upcoming 

iterations). On the release time horizon are the 

responsibilities of a distinct testing group, testing in 

numerous settings, and testing that cannot be finished within 

the iteration timetable. These are some of the types of 

testing. Having a separate stabilization iteration at the 

conclusion of the release project is a typical practice that is 

used to include release quality assurance. Because the 

stabilization iteration analyses the quality of the work done 

in the iterations that came before it, this is not the quality 

assurance for the iteration. Because of this, some quality 

hazards are not uncovered until the very final iteration of the 

process. It is quite difficult to identify any quality assurance 

processes in agile methodologies on the release time 

horizon. For instance, we were unable to locate any quality 

assurance procedures among the sample techniques shown 

in Table 1 that would be appropriate for the release time 

horizon. In some cases, independent (acceptance) testing 

procedures outside of iterations, i.e., outside the release time 

horizon, may be necessary, according to DSDM. These 

circumstances may arise as a result of contractual limitations 

or in the case of extremely large projects [43]. However, 

even according to the DSDM, such instances are regarded as 

uncommon. 

 

4.3 Agile Testing Improvements for QA 

 

Agile techniques are dependent on the involvement of users, 

but they do not include a significant amount of experience in 

destructive testing. Only user acceptance tests are used for 

testing in some approaches, like XP, which offers a set of 

effective development activities with the aim of producing 

outstanding software. Some approaches, on the other hand, 

do not provide such a list of tasks and, as a result, 

acknowledge the need for specific testing methods not just at 

the integration level but also at the system level and 

acceptance level. This leads to the conclusion that heartbeat 

quality assurance procedures have the potential to be 

enhanced, for example, by adding the role of an independent 

tester who tests each completed feature alongside the 

developer [34]. 

 

Agile testing is well-represented by the session-based 

exploratory testing (ET) example on the iteration time 

horizon. "Exploratory Testing (ET) is an informal approach 

to test design where the tester actively shapes test designs 

while running tests," according to Veenendaal (2018) [45]. 

The tester uses the knowledge gathered from the testing 

process to continuously improve and upgrade test cases. 

[45]. It is a novel approach built on experiences where test 

design, learning, and execution are carried out concurrently, 

and the outputs from these processes are immediately 

applied to the process of building more tests. As a result, it 

does not depend on test cases that have been predesigned. 

Testers use their knowledge in two different ways, according 

to Itkonen et al. (2012) [46]: for test design and as a test 

oracle for spotting failures. This indicates how well testers' 

knowledge works during exploratory testing sessions. The 

use of session-based exploratory testing enables the efficient 

management of testing within concise time frames, making 

it suitable for brief iterations. Furthermore, as previously 

stated, the essence of exploratory testing facilitates the 

cultivation of the requisite negative mindset essential for 

effective testing. In some scenarios, there is a need for 

testing during the release time frame. However, it is often 

more advantageous to include several quality assurance 

(QA) methods throughout the iteration time frame and the 

heartbeat phase. This approach ensures the availability of 

quality information at an earlier stage and mitigates the risks 

associated with poor quality during the first stages of 

development. 

 

Agile methodologies place significant emphasis on customer 

or user participation and tend to exclude a number of 

damaging testing procedures. With the exception of user 

acceptance tests, which fall under the client's purview, 

certain approaches, like XP, offer a thorough set of 

development practises that prioritise the production of 

software of a satisfactory quality without relying on 

significant testing. It should be highlighted, however, that 

other agile approaches lack a thorough set of standards and 

do not take into account the requirement for specialised 

testing practises at the integration, system, and acceptance 

test levels. The Dynamic Systems Development Method 

(DSDM), a well-known illustration, requires the 

implementation of testing at several levels throughout each 

iteration. Based on the existing body of literature, it is 

evident that there is a lack of comprehensive advice about 

the effective integration of destructive and independent 

testing procedures into agile development processes. Our 

study demonstrated that using time horizons to describe the 

development process and the procedures used facilitates the 

identification of areas where testing processes may be 

improved. Gaining comprehension of the temporal scope of 

heartbeat and its associated methodologies provides the 

necessary alignment for the actions of developers and 

testers. There is potential for improvement in the quality 

assurance (QA) methods related to heartbeat. One such 

enhancement is the incorporation of an independent tester 

who collaborates with the developer to test each completed 

feature. By relying on independent destructive tests rather 

than solely the developer's constructive methods, this feature 

provides instant feedback on the quality achieved. Session-

based exploratory testing is an example of agile testing that 

takes place within an iteration time horizon [47]. 

Exploratory testing is a testing technique that appears to 

embody the agile ethos because it doesn't rely on specified 

test cases. It is best to use session-based exploratory testing 

in conjunction with brief iterations since it enables testing to 

be managed in condensed time limits. With the exploratory 

method, you can assess the entire system or, for instance, the 
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interactions between several distinct pieces. Our initial 

research demonstrates the value of exploratory testing for 

testing apps from the end-user's perspective and quickly 

discovering critical flaws. The exploratory nature of testing 

makes it easier to develop the disruptive mentality required 

for effective testing. Exploratory testing may also be used to 

persuade employees of businesses or others with deep 

subject knowledge to participate in testing. In some 

circumstances, testing tasks may be necessary on the release 

time horizon. Agile methodologies for the release time 

frame have not yet been found. In many cases, it may be 

beneficial to incorporate as many QA procedures as possible 

on the iteration and pulse time frames in order to offer 

quality information early and help avoid quality risks. 

 

5. Agile Software Development Practices with 

Continual Integration 
 

5.1 Continuous and Software integration  

 

Software integration is the process of linking various 

software subsystems or components to form a coherent and 

cohesive system [48]. The inclusion of a software 

development lifecycle is an important component within the 

realm of software engineering, since the development 

process often encompasses many stages and involves 

collaboration among a group of engineers. Software 

integration is often performed as a distinct stage inside the 

conventional software development lifecycle, occurring 

subsequent to the completion of software 

implementation.One of the twelve guiding principles of 

Extreme Programming (XP), Continuous Integration (CI) is 

a software development methodology that was initially 

introduced in 1997 [49, 50] which is, 

 40-hours week  

 Coding standards 

 Collective ownership  

 Continuous integration  

 Metaphor  

 On-site customer  

 Pair programming  

 Refactoring  

 Simple design  

 Small release  

 Testing 

 The planning games 

 

It simply indicates that every developer combines their work 

on a regular basis—at least once every day. This approach 

guarantees that minor components are incorporated as soon 

as they are finished and ready to be a part of the system, 

preventing the emergence of complexity [51]. It is important 

to automatically create and add test cases for the entire 

system, including the recently introduced components, in 

order to execute the Continuous Integration strategy. 

Additionally, the programme must be built and tested 

automatically, and the developer must receive quick 

feedback on new codes before adding them [52,53,54]. Any 

comments at this time will be considered by the developer as 

soon as they are received. When a programmer is still 

getting to know his or her programmes, this helps in the 

process of identifying flaws and issues. To reap the rewards 

of adopting CI, developers must modify their typical daily 

practises of software development. People frequently need to 

refrain from contributing code, fix problematic builds 

immediately away, create automated tests, make sure that all 

written tests and inspections pass, do private builds, and 

avoid getting code that is broken. [55]. 

 

5.2 The Role of Continuous Integration in Software 

Quality and Testing Lifecycle  

 

Code modifications made by different developers are often 

merged once per day while using continuous integration 

since it is so frequent. Because the program is produced and 

at least unit tested on every integration, it is possible to 

guarantee a fundamentally adequate level of quality. Also, 

since developers constantly obtain the most recent 

modifications from other developers, it is more probable that 

they would encounter difficulties with those changes, which 

can then be eliminated faster in comparison to when the 

changes would only be accessible for other developers after 

a period of days or weeks [10]. 

Continuous integration is one method that may be used to 

enhance manual software testing, particularly the duration of 

the testing cycle. When there is not continuous integration, 

testers have to wait for the program to be produced before 

they can test it, then they have to deploy the product into 

their testing environment, run the software, and finally get to 

the section of the software that needs to be tested. All of 

these phases have the potential to fail, forcing testers to wait 

for developers to address the problems, which in turn 

increases the amount of time required before software 

modifications can be tested and approved. Testers simply 

need to deploy the most current software build, and they 

may have a greater level of confidence that the program will 

work up to the point when it reaches a section that has to be 

tested since continuous integration ensures that the software 

is always in a generally functional condition. If the program 

is also automatically delivered to the testing environment as 

part of a continuous integration build, then the manual 

deployment phase may also be skipped by the testers. 

Continual integration builds are a kind of build that is 

performed continuously. Testers are able to concentrate their 

efforts on the sorts of tests that are most effectively carried 

out manually by humans, such as non-functional testing and 

exploratory tests. If it is known that the program is 

functioning properly as a whole as a result of a continuous 

integration build that includes an extensive set of tests, then 

the software may be tested [10].In addition to testing for 

non-functional requirements like capacity and security, 

testers can also confirm the program's usability. 

Comprehensive automated testing combined with manual 

testing of the programmeas a whole has the potential to 

produce better software quality than just performing manual 

tests. 

 

5.3 Continuous integration techniques used by 

developers 

 

The basic steps in continuous integration will be dissected in 

this section, along with each step's individual components. 

The company is now considered to be adopting continuous 

integration in the software development process as a result 

of putting these concepts into practise. 
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 Committing code frequently: The focal point of the 

continuous integration process. When it comes to 

committing their work to the common code repository, 

developers shouldn't wait more than one day before 

doing so. The following are some of the options available 

to developers for simplifying this process: 1- Instead of 

making sweeping modifications to a number of 

components all at once, make just little adjustments. 2- 

Make a commitment after finishing each individual 

activity, supposing that the chores can be completed in a 

matter of a few hours apiece. 

 Don't commit broken code - Programming that causes 

errors of any kind when it is incorporated into a 

continuous integration build is referred to as "broken 

code" [56]. Developers should first build and test their 

code locally on their own PCs before making changes to 

the common code repository. They should wait until all 

tests and inspections have passed before committing any 

code. 

 Fix faulty builds right away:A problem with 

deployment, the database, or compilation could lead to a 

flawed build. Anything that prevents the construct from 

proclaiming success is acceptable [57]. The project's top 

priority should be fixing a flawed build, and the relevant 

developer should respond to such concerns very away. 

 Write developer tests that are automated: Tests must 

be automated in order for them to run effectively in a CI 

environment. It should cover the entire source code as 

well. 

 All automated tests and inspections must pass in 

order for a build to be successful: The most important 

CI requirement for software quality is this. The 

integration build includes coverage tools that are used to 

help identify source code that lacks a corresponding test 

case. To run automated inspections and check general 

design and coding standards, additional tools are also 

employed. 

 Run private builds: Thanks to CI technologies, 

programmers can keep a local copy of their workstations' 

local copy of the software from the shared code 

repository. In order to make sure it doesn't fail, they can 

use a recent integration build locally first before merging 

it to the main integration build server. 

 Avoid receiving broken code by using CI technologies 

to help you report cade failures: One of the most 

important features of CI is its capacity to give developers 

quick feedback. The condition of the code is 

continuously updated, and if it is broken, no developer 

should check it out from the shared code repository. The 

person in charge should start developing a fix as soon as 

feedback reveals that the code is flawed. If not, the 

immediate input offered by CI is lost. [54] 

 

5.4 CI Factors Influencing Test Cycle Time & Software 

Quality  

 

The degree to which continuous integration is implemented 

varies widely amongst software projects. A continuous 

integration build may involve just a few processes, such as 

an automated software build and automated unit tests, but it 

can also include many extra phases, such as automated 

acceptance testing, automated deployment, or software 

metric computation. Other variables, such as the time it 

takes to complete a continuous integration build or the 

frequency with which software changes are integrated, may 

also have an influence on a continuous integration 

implementation and its impact on software quality and test 

cycle time. The following measures are intended to provide 

excellent internal and external software quality as well as a 

quick test cycle time. The frequency with which software 

updates are integrated is the first critical element. When 

modifications are incorporated more often, flaws in those 

changes are discovered and remedied sooner. Furthermore, 

when integrating more regularly, the size of changes is 

lower, which decreases the risk of each integration and aids 

in the effective detection of problems. Developers are more 

inclined to integrate their modifications less often if the 

length of the continuous integration build is long [57]. As a 

result, it is also crucial that continuous integration builds 

complete quickly. For providing high software quality and 

quick test cycle times, the execution of automated tests as a 

component of a continuous integration build and their 

volume are also crucial. Software testers may concentrate on 

specialized testing tasks like exploratory testing instead of 

repetitive testing activities like regression testing by 

employing automated tests [10]. Continuously computing 

software metrics, often known as automated inspection, 

helps improve the internal quality of software. Metrics like 

code coverage or the quantity of duplicate code may reveal 

problems with the source code's quality and make that 

quality obvious [57]. It is also simpler to take corrective 

action if the origins of the code's issues have already been 

identified via automated examination. Automated software 

deployment into testing environments may help ensure 

excellent software quality by offering a tried-and-true 

method of program deployment. The likelihood that the 

software deployment will be carried out differently each 

time or for various environments if it is done manually is 

quite high. The risk of deployment into a production 

environment is decreased by offering an automated 

deployment mechanism and testing it by running it as part of 

a continuous integration build.  

 

5.5 Quality elements in the development process 

 

Which quality characteristics are impacted by the continuous 

integration of software was determined using the ISO 

standard definition of characteristics. [58] categorised 

quality criteria according to how they related to various 

stages of the software development lifecycle. Since 

continuous integration is a well-known development 

methodology, this study largely focuses on the quality 

features that fall under its umbrella. A thorough list of traits 

and their accompanying measurements are shown in the 

following table: 

 

 

 

 

 

Paper ID: SR231021114758 DOI: 10.21275/SR231021114758 1634 



International Journal of Science and Research (IJSR) 
ISSN: 2319-7064 

 

Volume 12 Issue 10, October 2023 

www.ijsr.net 
Licensed Under Creative Commons Attribution CC BY 

Table 2: Quality elements in the development process and their measures 
Attribute Measure 

Time to develop Time to complete a feature's implementation and get it ready for testing 

Introduced bugs The total number of bugs found in either the newly written code or the impacted older portions of the code. 

Time to deliver 
Time to complete the process of implementing and testing a feature, and then make it available for usage by 

customers. 

Test quality The tests need to cover all of the features and find the majority (if not all) of the issues. 

Documentation It is necessary for the document to include all of the work that was done by the developers. 

Change management Alterations to the specifications have to be acceptable and shouldn't demand an excessive amount of time and labor. 

Cost model 
It is calculated by comparing the costs of preparing the new setup to the amount of money that will be saved as a 

result of putting the new adjustments into effect. 

 

The following table presents a comprehensive overview of 

the many quality aspects associated with software 

frameworks, highlighting the distinctions between 

conventional integration approaches and continuous 

integration methodologies. 

 

Table 3: Quality before to and after using continuous integration 
Comparison criteria Before continuous integration After continuous integration 

Time to develop 
The requirements for the whole release are worked on by 

the developers. 

The work of the developers is focused on a particular 

need. 

Introduced bugs 

When testing is done only after completing a substantial 

portion of the code, the number of problems is much 

higher than when testing is done after merely 

implementing tiny portions of the code. 

It is not necessary to wait until the whole release is 

ready in order for each feature to be tested and 

corrected when it is finished being developed. 

Time to deliver 
After completing the release and putting it through its 

paces 

After completing a single prerequisite and checking 

if it's been met, 

Test quality 

 All of the releases as a whole are put through testing.  

 The environment used for testing is not the same as the 

one used in production. 

Once a feature has been incorporated, testing is 

performed on its separate components, and the results 

of the testing are sent back to the developers as soon 

as they are available. 

The testing environment and the production 

environment are almost indistinguishable from one 

another. 

Documentation 

 The testing process encompasses each 

 Every one of the releases in their entirety.  

 The environment that is used during testing is not 

identical to the one that is utilized during production. 

 There is documentation of the needs,  

 The quantity of documents produced by the 

developers is low.  

 The automated tools create statistics and data on 

the developed features based on the requirements, 

the testing results, and the generated defects, etc. 

Change management 

 Change is only acceptable after going through a 

lengthy procedure and receiving permissions 

 Modifications are implemented by means of a whole 

new patch or release. 

Any change may be implemented at any moment, but 

the owner must first communicate newly outlined 

needs to the business analysis and software 

development teams. 

Cost model 

The amount of time and effort that would be required to 

manually perform the software development and 

integration 

The expense involved in acquiring a server and tools 

for continuous integration 

 

6. Challenges and Solution of Continuous 

Integration Practices of Agile Software 

Development 
 

In the Agile methodology, testers assume distinct duties that 

vary from those in older methods. In this context, the tester 

actively engages with all stakeholders. In a distributed 

context, the management of test cases becomes a challenge 

when the number of sprints rises, leading to a proportional 

growth in the size of the test suite. An examination of the 

existing scholarly works [59, 60, 61, 62] evident that the 

aforementioned concerns need attention with regards to 

testing practices within an Agile setting. 

 

6.1 Testing activities in an agile testing lifecycle 

 

Challenge - The issue at hand pertains to the ability of an 

Agile tester to engage in other tasks concurrently with their 

testing responsibilities. The available literature lacks a 

comprehensive depiction of the sequence of activities, 

including regression testing, within the Agile testing life 

cycle [63, 64]. 

 

Solution: A suggested Agile testing life cycle involves 

active engagement between the tester and other relevant 

stakeholders. The tester position is defined by its focus on 

conducting testing operations aimed at ensuring the delivery 

of a high-quality product to the client. Moreover, the 

significant impact of regression testing has been recognized. 

 

6.2 In a distributed context, use agile testing 

 

Challenge - The technique of pair programming is used in 

the implementation of agile testing in order to get a high-

quality result. The matter at hand pertains to the 

methodology of conducting testing in situations when team 

members or customers are not physically situated in the 
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same place. Another concern is to the process of forming 

pairs for the purposes of pair programming or testing [65]. 

 

Solution: A conceptual structure for a distributed 

environment [66] has been put out that includes answers for 

problems experienced by customers and dispersed team 

members. Particularly, refactoring [67] has been advised for 

managing dispersed obstacles by adhering to basic design 

principles. Furthermore, the issue of related difficulties in 

dispersed environments may be solved using a pattern that 

has an evolved solution from several best current solutions. 

Additionally, a self-centric strategy (common team member 

traits) has been suggested for pair programming and pair 

testing to help team members create a pair. 

 

6.3 Testing for regression in an Agile setting 

 

Challenge - Agile often involves adapting to change, 

therefore this might have a significant impact on the 

dependent modules [68, 69] and the quantity of test cases 

rises as a result. Regression testing is therefore more 

necessary. Therefore, in order to manage the larger number 

of test cases, a regression testing approach is needed. 

 

Solution: A methodology for selecting regression tests [70] 

a model that is based on the user narrative graph and that 

includes links between user stories has been presented. In 

addition, two metrics known as average path value and 

average path length have been used in order to discover an 

ideal way out of all the paths that are included in the user 

narrative graph, including paths that do not already exist and 

paths that do currently exist. In addition to this, a tool for the 

suggested regression test selection approach has been 

developed and made available in Microsoft Excel. 

 

6.4 Prioritization of test cases in a distributed 

environment 

 

Challenge - The challenge is in managing test cases for a 

sprint in a distributed environment when there is a frequent 

need to react to change and when current user stories are 

impacted as a result of that change [67]. 

 

Solution: A linguistic strategy [71] which is based on the 

number of pauses detected in user stories for narrative 

priority and the number of nouns and verbs identified in user 

stories for test case prioritization, has been suggested for test 

case prioritization. In addition, a risk-based approach that is 

based on the identification of high hazardous stories has 

been suggested as a method for the prioritizing of test cases. 

Additionally, a tool for the suggested test case prioritizing 

approach has been developed and implemented in Microsoft 

Excel. 

 

7. Continuous Testing Practices for Agile Quality 

Assurance 
 

Saff and Ernst [72] introduced and popularised the idea of 

Continuous Testing (CT) as a way to reduce the amount of 

time that is spent when running tests. Additionally, Gamma 

and Beck were responsible for the idea. (2003) Gamma and 

Beck They listed running all of a project's tests 

automatically each time the project was built (a feature 

known as "auto-testing") as one of the advantages of a 

plugin. Running tests frequently is one of TDD's goals. 

However, the developer frequently has to leave his work in 

order to physically carry out the tests. You can continue to 

develop the codebase using contemporary IDEs like Eclipse 

or Visual Studio. Continuous compilation (also known as 

automated compilation or automated build) is a common 

term for this. By enabling the IDE to perform the build in 

the background while the developer is writing and/or saving 

the file, this method eliminates the waste of manually 

compiling the code after writing some source code. By doing 

tests as the developer is working, CT advances this 

approach. Running the tests doesn't require stopping what 

you're doing. The developer obtains prompt feedback as the 

tests run automatically in the background. Saff estimates that 

the amount of waste removed to be between 92 and 98%, 

and that this has a significant effect on the efficiency of 

programming job completion [74]. In [75], a practical 

approach to CT is shown. The practise of continuous testing 

(CT) is made easier by the broad variety of plug-ins that are 

readily accessible on the market and adapt to various 

integrated development environments (IDEs) and other 

tools. The majority of the tools are provided as extensions 

for modern integrated development environments (IDEs). 

The earliest tools were made especially for the Java 

programming language and the Eclipse Integrated 

Development Environment (IDE). For the platforms of 

Visual Studio and.NET, comparable utilities were 

developed. Tools are additionally available for programming 

languages like Ruby. Several organisations and individuals 

have created different Continuous Testing (CT) tools. These 

tools include Contester, an Eclipse plug-in developed by 

students of the Software Engineering Society at Wroclaw 

University of Technology, JUnit Max, an Eclipse CT plug-

in, NCrunch, a commercial Visual Studio plug-in, Autotest, 

a Ruby continuous testing tool, Continuous Testing for VS, 

a commercial Visual Studio plug-in, AutoTest.NET, and 

Mighty Moose, a packaged version of AutoTest. The 

creators of integrated development environments (IDEs) 

today are more and more aware of CT's importance. 

Microsoft Visual Studio 2012, the most recent version, 

includes a continuous testing functionality. Only the two 

most expensive editions of Visual Studio 2012—Premium 

and Ultimate—allow access to this feature. As a result, the 

industry is aware of how important the CT practise is. Our 

goal is to build on this understanding and take use of any 

potential synergy that can arise from the combination of 

TDD and CT ideas in the context of agile software 

development. Additionally, we want to acquire empirical 

evidence to support the usefulness of applying this suggested 

practise in industrial settings. 

 

In the field of software development, testing is incredibly 

important. There are major costs associated with the 

software testing process. To build and run the tests, the 

testing process necessitates a sizable time and effort 

investment. The cost of development is typically halved 

while engaging in testing activities. In order to address these 

issues, the use of continuous testing might be employed. The 

concept of continuous testing was first developed by Saff 

and Ernst in the year 2002. An experiment was undertaken 

to demonstrate that the use of continuous testing may lead to 

a reduction in the overall development time by around 15 
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percent. The experiment conducted demonstrates that the use 

of continuous testing may effectively reduce waste in the 

development process, particularly in terms of minimizing 

waiting time. Continuous testing involves the use of 

automation techniques and the strategic prioritizing of the 

testing process. Continuous testing is a more efficient and 

effective approach for the identification and detection of 

faults, requiring a reduced amount of time and effort. The 

author [76] define continuous testing as a quick approach for 

automatically and without human involvement detecting 

faults in test cases. It continuously runs tests to make sure 

the code is of a good calibre. These tests run automatically 

as programmers create new code. Continuous testing may 

offer continuous feedback by running tests in the 

background without involving engineers. Extreme 

programming and continuous compilation may be seen as 

extensions of continuous testing [77]. Continuous 

compilation provides quick feedback regarding compilation 

errors. Continuous testing, according to Siegel [78], is a 

practise in which a team of developers conducts tests 

manually and often throughout the testing process. 

Continuous testing is the practise of conducting tests 

frequently and early in the development process. Continuous 

delivery is dependent on continuous testing in order to 

improve product quality and ensure that it is mistake free. 

 

8. Challenges and Solutions for Continuous 

Testing in Agile Quality Assurance 
 

8.1 Challenges 

 

Testing on a more general level is performed in software 

companies to assess the aim and establish the quality of the 

program. On the other hand, a quick quality check should 

not be provided for continuous integration. Testing is done 

manually and there is no automation of any of the test cases, 

hence the rate at which errors are found will gradually 

increase. The process will take longer than expected, which 

will create a delay in the delivery of the items. Continuous 

testing is one strategy that may be used to help address these 

difficulties. Continuous testing enables the delivery of 

timely feedback with no involvement from humans. 

Automated testing is a component of continuous testing. 

This monitoring and improvement of test case quality is 

accomplished via automation. Continuous testing strategies 

are used in testing activities that are a part of a DevOps 

strategy. This helps to identify flaws and errors within a 

variety of software components. Testing is approached in a 

manner that is distinct from that of traditional testing due to 

the fact that DevOps may be thought of as a set of principles 

[79].Prior to DevOps, testing was one of the stages of the 

software development life cycle process, but it is not 

performed for the entirety of the project. But with DevOps, 

testing should be present from the beginning and ensures the 

product's quality through shared responsibilities between 

development and operations teams. 

 

Many studieslike [80] highlighted the obstacles that an IT 

company confronts while implementing DevOps methods. 

Claps et al. [81] The organization's CD adoption difficulties 

have been identified as plugins and CI. They also observed 

that the requisite skills and expertise for implementing 

DevOps principles might provide a barrier to enterprises. 

The researcher [82] Inappropriate architecture, manual 

testing, and aversion to change were found to be barriers to 

adopting continuous delivery. Because to tool constraints, 

continuous distribution has been suspended. Current 

technologies pose security risks during deployment and 

provide inadequate feedback during testing. 

 

Adoption of DevOps approaches such as continuous 

delivery necessitates changes in company culture, position, 

and release-related duties [19].Many businesses find it 

challenging to create procedures that work, thus interviews 

should be conducted to determine the benefits and issues. 

System architecture, testing, and integration tools were 

found to be the key barriers to the adoption of continuous 

delivery under DevOps principles by Laukkanen et al. [83] 

after conducting an SLR. They argue that companies' 

strategies must change when they make the switch to 

DevOps and CD. According to a subsequent study by 

Laukkanen et al. [84], switching to continuous delivery may 

be challenging given complex design. Ullah et al. [85] 

executed a semi-structured method and identified a 

continuous delivery pipeline's security risk. Due to hacking 

and data theft from the CD pipeline, they draw attention to 

the internet danger. They suggested leveraging container 

technologies like Docker to solve this problem. Software 

testing and speedy delivery were the subjects of a case study 

and a semi-systematic literature review by Mäntylä et al. 

[86]. They asserted that hurdles to CD and testing include 

low test coverage performance, time restraints, and customer 

satisfaction. The author [87] a study was done with 

developers, and the results showed that the majority of 

developers are unaware of the significant business-related 

dangers that are posed by continuous delivery pipelines to 

development. The continuous delivery process is made more 

difficult by the large number of infrastructures and external 

dependencies involved. 

 

Roche [79]explains the value of open channels of 

communication and close working relationships between the 

development and operations teams in the context of software 

quality assurance. He discovered that DevOps provides the 

finest solutions for testing and delivery. When it comes to 

testing, DevOps principles and features employ a number of 

methods that are different from those used in regular testing. 

It is guaranteed that there will not be any delivery delays by 

using metrics and prioritizing the test cases. The issue of 

adopting DevOps may be mitigated with the assistance of 

testing teams in a business. In order to facilitate automated 

deployments, releases, and monitoring, continuous testing 

infrastructures may be divided into testing groups. This 

makes it easier to quickly get feedback on the software's 

quality. [88]. 

 

Testing is not only conducted continuously during the agile 

development process, but it is also an integral part of the 

DevOps workflow. It provides the teams with an accurate 

and transparent outcome of the test [89]. As per the Angara 

et al. [90], Testing efforts for DevOps should include doing 

more thorough research in scientific and academic literature. 

Testing may be seen in a variety of different ways thanks to 

DevOps [91].DevOps can help the development and 

operations teams become closely bonded. The author has 

explored a number of test technique DevOps organisation 
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approaches, such as feature toggles, infrastructure testing, 

paring, destructive testing, etc. According to her, the 

business development and operations teams may decide to 

use these strategies depending on their needs. Testing in 

production under DevOps gives the development team 

ongoing input or feedback. The author's three fundamental 

methods are A/B testing, monitoring as testing, and beta 

testing for production testing. Benefits of DevOps include 

real-time monitoring of the production environment and 

management of anomalies as soon as they appear. Testing 

tools employed in a DevOps methodology help in the 

development of effective test generation methodologies, as 

shown by Yuan et al. [92]. 

 

DevOps professionals have trouble locating precise tools for 

continuous practise tasks. They also lose time and energy 

trying to select the appropriate testing tool [93]. Many 

businesses employ DevOps processes for testing services 

such unit testing, development-driven testing, and 

behavioural testing. The testing pipeline receives code right 

away for further quality improvement. Testing should be a 

part of DevOps from the very start of the development 

process. Testing towards the project's conclusion has an 

effect on its quality. Furthermore, discontinuing continuous 

delivery without project testing is an option. 

 

Mohammad, Sikender Mohsienuddin [94] Achieved 

greater performance during DevOps continuous testing by 

choosing the appropriate tools and technology. The tools 

save time and effort by automatically detecting issues during 

testing. A case study on the implementation of DevOps at a 

New Zealand company was conducted by Mali Senapathi et 

al. [95]. The authors contend that improving tester 

performance requires learning new tools and technologies. 

They found that collaboration between the development and 

testing teams increases effectiveness. Additionally, the 

adoption of DevOps closes knowledge gaps and enhances 

code quality. As part of a multi-perspective research 

methodology, Wiedemann [96] conducted a case study, 

interviews, and a workshop with IT specialists. For effective 

DevOps teams, they highlighted a number of competencies. 

Automation was given top priority while testing. Knowledge 

of automation is essential because manually writing and 

running test cases takes longer to identify and fix the root of 

an issue. 

 

The author described how testing teams might overcome 

challenges in a DevOps transformation. The development 

team may provide rapid feedback if they establish a structure 

for continuous testing. The infrastructure for continuous 

testing and cooperation between development and operation 

enable a quick release and increased test coverage. Blogs 

cover topics like test environment management and 

performance testing as a code. On measures, however, that 

help teams improve their testing work, there isn't a lot of 

information available [97]. All services, from development 

to release, are impacted by or covered by DevOps testing. 

DevOps promotes security and performance testing. The 

author suggests that monitoring may be helpful in testing to 

get immediate feedback on technical services. To solve the 

issues of agile development, DevOps testing was created. 

DevOps testing refines quality and improves communication 

among all stakeholders. In academic or scientific papers, 

including case studies, there isn't much systematic research 

on DevOps testing. 

 

Architecture that is strong and dependable enables testability 

and deployability. It facilitates getting quick feedback from 

the operation and development teams. Despite this, there is 

little study on how DevOp affects software architecture. 

DevOps methodologies work to quickly implement change 

in production in order to achieve high quality [98]. These 

techniques get rid of the structural obstacles to 

transformation. According to many software professionals, 

monolithic and other architectural styles/types are 

inapplicable to DevOps and CD [99]. DevOps, according to 

their argument [100], is not a suitable fit for highly 

connected design. 

 

In order to pinpoint a number of concerns, the researcher 

[101] spoke with software vendors. They found that obsolete 

or legacy architecture can have an impact on the adoption of 

DevOps. Data collection from various technologies is 

difficult because of integration problems in these antiquated 

infrastructures. A case study on the IT group was conducted 

by Silva et al. [102]. They claimed that reference design 

makes it easier for employees to work together and solve 

business-related issues in a DevOps environment. The 

amount of operational effort was lowered by 50%, they 

discovered, thanks to the development and operations teams' 

interaction. When new modules are added to the production 

pipeline, DevOps reduces failures by 3%. According to the 

author, teams are driven to develop new apps by less errors 

rather than by focusing on defect rectification. To determine 

the approaches that may be employed for continuous 

architecture and DevOps, Taibi et al. [103] conducted a 

rigorous mapping analysis. They claim that the testing and 

deployment cycle is slowed considerably in microservice 

systems by continuous code reworking. 

 

Due to its capacity to facilitate quick delivery and offer 

useful feedback, a sizable number of businesses are adopting 

the DevOps strategy. On the subject of DevOps 

transformation, numerous research studies have been 

conducted. Although this study focuses on continuous 

testing and how architecture affects the move to DevOps, it 

does not go beyond these two areas. In respect to 

Continuous Testing (CT) and Continuous Delivery (CD), 

there is a dearth of research that precisely studies the impact 

of architecture on production settings. There are few 

thorough studies that give an in-depth understanding of 

continuous testing and delivery within the context of the 

DevOps ecosystem. The researcher [104] Please provide a 

comprehensive compilation of the advantages and 

difficulties associated with the implementation of DevOps, 

as well as the specific obstacles encountered by DevOps 

teams in their pursuit of continuous testing. Nevertheless, 

the aforementioned study failed to address the resolution of 

difficulties pertaining to the adoption of continuous delivery, 

as well as the influence of architecture on DevOps settings. 

Further study is required to examine the influence of major 

corporations on these subject matters. 
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8.2 Solution 

 

This study aims to identify the potential procedures or 

methods that might be used to address the issues associated 

with continuous testing and DevOps. 

 

Table 3: Challenges’ Solution 
Solution References 

Participation of the customer in confirming the 

objective and requirement 
[29] 

Gathering of relevant needs [97] 

Using particular/specific tools [105] [106] [107] 

Use only non-commercial tools [108] 

Early and ongoing testing [97] 

Sprints are constantly being developed. [109] 

Communication and collaboration [94] [96] [106] 

Automation [90] 

Processes and protocols [110] [111] 

Understanding of responsibilities and duties [112] 

Cross-functional environment [113] 

Proper test case execution and clear results [114] 

There is no fear of failure or change. [115] 

Program for team exchange to share knowledge [97] 

Seminars, training, and workshop [116] 

Jenkins, Selenium, and version control tools are 

used. 
[108] 

Full-stack development and decision-making 

abilities are required. 
[107] 

Management and group members' assistance [109] 

Infrastructure development [108] 

Verification tests Execution [90] 

Utilization of cloud services [108] 

 

In [29], the author focuses on testing practises in a DevOps 

environment. Testing guarantees the quality of the services 

and software in DevOps. Customers increasingly demand 

quick responses and excellent apps. Additionally, 

automation is the most crucial stage to guarantee constant 

feedback. Teams strive to automate as much as they can 

under DevOps principles. Automated testing provides quick 

feedback by pointing software flaws. For instance, testing is 

required for each incremental release of a product under the 

new agile manner of working. To minimize labor and human 

error, automate as many tests as you can, including unit, 

integration, and acceptance tests. Continuous testing and 

monitoring were necessary for the creation of sprints and 

their release to customers. Additionally, continuous testing 

checks and confirms that the program is bug-free and that 

the objective is meeting client requirements. 

 

In [105], the authors noted that a communication issue arises 

as a result of the geographic separation between the testing 

and development groups. They indicated that a skill-

exchange program would enhance knowledge of testing and 

DevOps. Adopting DevOps involves using specific testing 

tools and improved communication channels. In [115], The 

inventor of DevOps emphasised the necessity of testing 

teams having a cross-functional ecosystem. When testers 

and developers work together, the effectiveness of unit and 

UI tests may be improved. Jenkins, for instance, automates 

code testing using a continuous integration server to save a 

considerable amount of time and work. [113] The authors 

claimed that their research could aid IT professionals in 

understanding the concept of DevOps. They said that 

cooperation between testing and development teams, as well 

as automation, are essential for applying DevOps concepts. 

 

In [109], The researcher noted that less resistance to change 

and stable management structures may facilitate the 

adoption of DevOps. The development operations team had 

previously operated independently and with different 

management structures. Contrarily, DevOps demands that 

each of these stakeholders strengthen the management 

structure. They found that DevOps and continuous testing 

face a serious challenge in maintaining outdated 

infrastructure. Because maintaining legacy systems is time- 

and money-consuming, organisations should adopt new 

tools and technologies. The author enhances the test 

automation procedure for continuous testing and 

development activities at [112], a Finnish software 

company. They discovered that the testing cycle can be 

shortened by utilising the most recent tools and services. In 

[97], the authors identified Norwegian DevOps companies' 

testers as the source of the issues. They contrasted DevOps 

characteristics with the frequency of tester challenges. They 

found that resources for collaboration, monitoring, and 

testing needed to be improved. Collaboration improves test 

coverage, which raises the quality of DevOps. In cross-

functional teams, accountability encourages excellence. 

Developers and testers may switch roles and share technical 

information to bridge the knowledge gap and improve 

understanding of the testing process. 

 

8.3 Other challenges and solution [117] 

 

There are several challenges to overcome while trying to 

incorporate continuous testing in DevOps, including the 

following: 

 

8.3.1 Management of Test data 

Challenges - The management and upkeep of pertinent test 

data that effectively simulates real-world situations may be 

difficult. 

Solution - The data may be made more relevant and 

reflective of real-world situations by using synthetic test 

data. 

Challenges - It might be difficult to create and manage test 

data that accounts for a variety of conditions.  

Solution -Techniques such as data masking, data 

anonymization, and the development of synthetic data may 

be used to provide test data that is both realistic and 

consistent with privacy regulations. In this respect, 

technologies such as Delphix and other TDM (Test Data 

Management) tools might be of use. 

 

8.3.2 Management of Test environment  

Challenges - Particularly difficult is the task, when dealing 

with applications of a complex nature, of ensuring that the 

testing environment is trustworthy and consistent. 

Solution - Utilizing containerization technologies such as 

Docker is one way to help guarantee a dependable and 

consistent testing environment. 

Challenges -It may be difficult and time-consuming to set 

up and maintain test environments that are accurate 

representations of production.  

Solution - Automation of environment provisioning and 

configuration may be achieved via the use of infrastructure 
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as code (IaC) and containerization technologies (such as 

Docker). Kubernetes and other tools may assist in the 

management of containerized environments. 

 

8.3.3 Maintenance of Test automation  

Challenges - Scripts for test automation may easily become 

complicated and difficult to maintain, particularly if the 

application continues to be updated. 

Solution - Keeping test automation scripts up-to-date and 

relevant requires doing routine maintenance and reworking 

on a consistent basis 

Challenges -As the size of the application increases, it may 

become more challenging to maintain and scale the 

automated test suites.  

Solution - The use of modular test design and the utilization 

of frameworks such as Selenium, Appium, or TestNG may 

enhance the maintainability and scalability of test 

automation scripts. Additionally, it is advisable to take into 

consideration cloud-based testing solutions as a means to 

enhance scalability. 

 

8.3.4 Integration Testing 

Challenges -The complexity of testing relationships across 

different components and systems might provide challenges 

in Agile contexts.  

Solution -For the validation of API and microservices 

interactions, contract testing and consumer-driven contract 

(CDC) testing are advised. Tools such as Pact and Spring 

Cloud Contract have the potential to assist in the 

achievement of desired outcomes. 

 

9. Conclusion 
 

Even while some of the agile practices have been around for 

a while, the agile methodologies themselves are relatively 

new and have gained a lot of traction in the business world. 

There is a huge knowledge gap among developers on the 

calibre of the software being produced. Developers must be 

knowledgeable about how their agile approaches may be 

updated or adapted in order to provide the highest quality 

work feasible. Continuous integration has been shown to 

significantly enhance software quality as a whole, prompting 

software manufacturers to adapt their development 

techniques in that direction. A large number of the hazards 

related to the process of integrating software were decreased 

as a result of integrating parts of the developed software 

continuously as soon as they are accessible.  

 

The goal of this study was to investigate the level of QA 

coverage offered by the leans for agile software 

development that Itkonen et al. (2005) presented. This group 

of authors looked at the parallels and discrepancies between 

the agile and plan-driven methodologies' technical 

approaches. The theoretical foundations of software quality 

have been developed with a focus on the ISO 9126 quality 

perspective and the fundamentals of quality assurance, with 

the conventional viewpoint of quality being used as a 

starting point in order to move closer to this goal. Then, by 

contrasting the agile concepts with their corresponding 

challenges and by contrasting the fundamental testing 

principles with inconsistent practises in ASWD, it has been 

possible to identify the challenges and weaknesses of 

ASWD in connection to SQA. To ascertain whether ASWD 

complies with SQA, both of these comparisons were made. 

 

For instance, it has been noted that agile methodologies 

don't apply explicit quality measures when it comes to their 

guiding principles. This lack of direct quality metrics was 

acknowledged as a potential weakness in the method. 

Additionally, it was determined that certain skills, the oracle 

problem, a destructive approach, and the independence of 

testing were in opposition to how agile approaches are now 

used. By including extra testing techniques that are not 

initially addressed in the agile methodologies itself, ASWD 

operations could be improved. This is possible by relying on 

the difficulties and drawbacks mentioned in the previous 

line. For the iteration time horizon, an independent tester 

position has been proposed, and for the heartbeat time 

horizon, session-based exploratory testing is being 

examined. It has been determined, after great consideration, 

that testing techniques must be covered during the course of 

these two times. This article lists the following challenges 

that come with agile testing. In order to determine whether 

or not improvement is actually essential, taking into account 

the differences between the single methods that more or less 

involve explicit testing activities in their agenda, it is first 

necessary to provide evidence of the sufficiency of existing 

SQA practisesutilised for existing ASWD. This is done to 

assess if improvement is genuinely required or not. Second, 

more investigation is needed to ascertain whether testing 

practises are efficient in agile development while also being 

able to meet the quality requirements that are imposed by 

traditional ways of doing business. For instance, two 

potential approaches to consider are behaviour driven 

development (BDD) and acceptance test driven development 

(ATDD). 

 

In this day and age of DevOps, continuous testing is very 

essential to assuring product quality. It makes it possible to 

deliver software more quickly, it lowers the likelihood of 

problems occurring during production, and it improves the 

program's overall quality. Continuous testing in DevOps 

entails selecting the appropriate test automation tools, 

developing an efficient test automation framework, 

integrating testing into the DevOps pipeline, and adhering to 

DevOps best practices. These are the steps that must be 

taken in order to implement continuous testing. 

 

10. Future Scope 
 

In this particular piece of study, the continuous integration 

and testing methods of agile software development were the 

only topic of attention. In order to go on with this study in 

the future, further agile methods such as pair programming 

and combining the impacted quality criteria into a single 

quality framework may be investigated as potential options. 
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